**Customer Lifetime Value**

In this tutorial, learn how to calculate Customer Lifetime Value in Python.

<https://www.datacamp.com/community/tutorials/customer-life-time-value>

Italian economist Vilfredo Pareto states that 80% of the effect comes from 20% of the causes, this is known as 80/20 rule or Pareto principle. Similarly, 80% of companies business comes from 20% customers. Companies need to identify those top customers and maintain the relationship with them to ensure continuous revenue. In order to maintain a long-term relationship with customers, companies need to schedule loyalty schemes such as the discount, offers, coupons, bonus point, and gifts.

Targeting a new customer is more costly than retaining existing customers because you don’t need to spend resources, time, and work hard to acquire new customers. You just have to keep the existing customers happy. Business analyst's accurately calculate customer acquisition cost using CLTV(Customer Lifetime Value). CLTV indicates the total revenue from the customer during the entire relationship. CLTV helps companies to focus on those potential customers who can bring in the more revenue in the future.

In this tutorial, you are going to cover the following topics:

* Introduction
* Customer Lifetime value(CLTV)
* Related Work of CLTV
* CLTV Formulas
* Implementing CLTV in Python
* Prediction model for CLTV
* Pros and Cons
* Conclusion

**Customer Lifetime Value(CLTV)**

"Customer Lifetime Value is a monetary value that represents the amount of revenue or profit a customer will give the company over the period of the relationship" ([Source](https://towardsdatascience.com/predictive-customer-analytics-part-iii-aeb996beafba)). CLTV demonstrates the implications of acquiring long-term customers compare to short-term customers. Customer lifetime value (CLV) can help you to answers the most important questions about sales to every company:

* How to Identify the most profitable customers?
* How can a company offer the best product and make the most money?
* How to segment profitable customers?
* How much budget need to spend to acquire customers?

**Calculate Customer Lifetime Value**

There are lots of approaches available for calculating CLTV. Everyone has his/her own view on it. For computing CLTV we need historical data of customers but you will unable to calculate for new customers. To solve this problem Business Analyst develops machine learning models to predict the CLTV of newly customers. Let's explore some approaches for CLTV Calculation:

1) You can compute it by adding profit/revenue from customers in a given cycle. For Example, If the customer is associated with you for the last 3 years, you can sum all the profit in this 3 years. You can average the profit yearly or half-yearly or monthly, but in this approach, you cannot able to build a predictive model for new customers.

2) Build a regression model for existing customers. Take recent six-month data as independent variables and total revenue over three years as a dependent variable and build a regression model on this data.

![](data:image/png;base64,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)

![](data:image/png;base64,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)

3) CLTV can also implement using RFM(Recency, Frequency, Monetary) values. For more details, you can refer to [my tutorial](https://www.datacamp.com/community/tutorials/introduction-customer-segmentation-python).

4) **Using the following equation:** CLTV = ((Average Order Value x Purchase Frequency)/Churn Rate) x Profit margin.

Customer Value = Average Order Value \* Purchase Frequency

* **Average Order Value(AOV):** The Average Order value is the ratio of your total revenue and the total number of orders. AOV represents the mean amount of revenue that the customer spends on an order.
* Average Order Value = Total Revenue / Total Number of Orders
* **Purchase Frequency(PF):** Purchase Frequency is the ratio of the total number of orders and the total number of customer. It represents the average number of orders placed by each customer.
* Purchase Frequency = Total Number of Orders / Total Number of Customers
* **Churn Rate:** Churn Rate is the percentage of customers who have not ordered again.
* **Customer Lifetime:** Customer Lifetime is the period of time that the customer has been continuously ordering.
* Customer Lifetime=1/Churn Rate
* **Repeat Rate:** Repeat rate can be defined as the ratio of the number of customers with more than one order to the number of unique customers. Example: If you have 10 customers in a month out of who 4 come back, your repeat rate is 40%.
* Churn Rate= 1-Repeat Rate

**CLTV Implementation in Python(Using Formula)**

**Importing Required Library**

#import modules

import pandas as pd # for dataframes

import matplotlib.pyplot as plt # for plotting graphs

import seaborn as sns # for plotting graphs

import datetime as dt

import numpy as np

**Loading Dataset**

Let's first load the required Online Retail dataset using the pandas read CSV function. You can download the data from [here](http://archive.ics.uci.edu/ml/datasets/online+retail).

data = pd.read\_excel("Online\_Retail.xlsx")

data.head()

|  | **InvoiceNo** | **StockCode** | **Description** | **Quantity** | **InvoiceDate** | **UnitPrice** | **CustomerID** | **Country** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 536365 | 85123A | WHITE HANGING HEART T-LIGHT HOLDER | 6 | 2010-12-01 08:26:00 | 2.55 | 17850.0 | United Kingdom |
| **1** | 536365 | 71053 | WHITE METAL LANTERN | 6 | 2010-12-01 08:26:00 | 3.39 | 17850.0 | United Kingdom |
| **2** | 536365 | 84406B | CREAM CUPID HEARTS COAT HANGER | 8 | 2010-12-01 08:26:00 | 2.75 | 17850.0 | United Kingdom |
| **3** | 536365 | 84029G | KNITTED UNION FLAG HOT WATER BOTTLE | 6 | 2010-12-01 08:26:00 | 3.39 | 17850.0 | United Kingdom |
| **4** | 536365 | 84029E | RED WOOLLY HOTTIE WHITE HEART. | 6 | 2010-12-01 08:26:00 | 3.39 | 17850.0 | United Kingdom |

**Removing Duplicates**

Sometimes you get a messy dataset. You may have to deal with duplicates, which will skew your analysis. In python, pandas offer function drop\_duplicates(), which drops the repeated or duplicate records.

filtered\_data=data[['Country','CustomerID']].drop\_duplicates()

**Let's Jump into Data Insights**

#Top ten country's customer

filtered\_data.Country.value\_counts()[:10].plot(kind='bar')

<matplotlib.axes.\_subplots.AxesSubplot at 0x7fe677a887f0>
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In the given dataset, you can observe most of the customers are from "United Kingdom". So, you can filter data for United Kingdom customer.

uk\_data=data[data.Country=='United Kingdom']

uk\_data.info()

<class 'pandas.core.frame.DataFrame'>

Int64Index: 495478 entries, 0 to 541893

Data columns (total 8 columns):

InvoiceNo 495478 non-null object

StockCode 495478 non-null object

Description 494024 non-null object

Quantity 495478 non-null int64

InvoiceDate 495478 non-null datetime64[ns]

UnitPrice 495478 non-null float64

CustomerID 361878 non-null float64

Country 495478 non-null object

dtypes: datetime64[ns](1), float64(2), int64(1), object(4)

memory usage: 34.0+ MB

The describe() function in pandas is convenient in getting various summary statistics. This function returns the count, mean, standard deviation, minimum and maximum values and the quantiles of the data.

uk\_data.describe()

|  | **Quantity** | **UnitPrice** | **CustomerID** |
| --- | --- | --- | --- |
| **count** | 495478.000000 | 495478.000000 | 361878.000000 |
| **mean** | 8.605486 | 4.532422 | 15547.871368 |
| **std** | 227.588756 | 99.315438 | 1594.402590 |
| **min** | -80995.000000 | -11062.060000 | 12346.000000 |
| **25%** | 1.000000 | 1.250000 | 14194.000000 |
| **50%** | 3.000000 | 2.100000 | 15514.000000 |
| **75%** | 10.000000 | 4.130000 | 16931.000000 |
| **max** | 80995.000000 | 38970.000000 | 18287.000000 |

Here, you can observe some of the customers have ordered in a negative quantity, which is not possible. So, you need to filter Quantity greater than zero.

uk\_data = uk\_data[(uk\_data['Quantity']>0)]

uk\_data.info()

<class 'pandas.core.frame.DataFrame'>

Int64Index: 486286 entries, 0 to 541893

Data columns (total 8 columns):

InvoiceNo 486286 non-null object

StockCode 486286 non-null object

Description 485694 non-null object

Quantity 486286 non-null int64

InvoiceDate 486286 non-null datetime64[ns]

UnitPrice 486286 non-null float64

CustomerID 354345 non-null float64

Country 486286 non-null object

dtypes: datetime64[ns](1), float64(2), int64(1), object(4)

memory usage: 33.4+ MB

**Filter required Columns**

Here, you can filter the necessary columns for calculating CLTV. You only need her five columns CustomerID, InvoiceDate, InvoiceNo, Quantity, and UnitPrice.

* **CustomerID** will uniquely define your customers.
* **InvoiceDate** help you calculate numbers of days customer stayed with your product.
* **InvoiceNo** helps you to count the number of time transaction performed(frequency).
* **Quantity** is purchased item units in each transaction
* **UnitPrice** of each unit purchased by the customer will help you to calculate the total purchased amount.

uk\_data=uk\_data[['CustomerID','InvoiceDate','InvoiceNo','Quantity','UnitPrice']]

#Calulate total purchase

uk\_data['TotalPurchase'] = uk\_data['Quantity'] \* uk\_data['UnitPrice']

Here, you are going to perform the following operations:

* Calculate the number of days between the present date and the date of last purchase from each customer.
* Calculate the number of orders for each customer.
* Calculate sum of purchase price for each customer.

uk\_data\_group=uk\_data.groupby('CustomerID').agg({'InvoiceDate': lambda date: (date.max() - date.min()).days,

'InvoiceNo': lambda num: len(num),

'Quantity': lambda quant: quant.sum(),

'TotalPurchase': lambda price: price.sum()})

uk\_data\_group.head()

|  | **InvoiceDate** | **InvoiceNo** | **Quantity** | **TotalPurchase** |
| --- | --- | --- | --- | --- |
| **CustomerID** |  |  |  |  |
| **12346.0** | 0 | 1 | 74215 | 77183.60 |
| **12747.0** | 366 | 103 | 1275 | 4196.01 |
| **12748.0** | 372 | 4596 | 25748 | 33719.73 |
| **12749.0** | 209 | 199 | 1471 | 4090.88 |
| **12820.0** | 323 | 59 | 722 | 942.34 |

**Rename the column**

# Change the name of columns

uk\_data\_group.columns=['num\_days','num\_transactions','num\_units','spent\_money']

uk\_data\_group.head()

|  | **num\_days** | **num\_transactions** | **num\_units** | **spent\_money** |
| --- | --- | --- | --- | --- |
| **CustomerID** |  |  |  |  |
| **12346.0** | 0 | 1 | 74215 | 77183.60 |
| **12747.0** | 366 | 103 | 1275 | 4196.01 |
| **12748.0** | 372 | 4596 | 25748 | 33719.73 |
| **12749.0** | 209 | 199 | 1471 | 4090.88 |
| **12820.0** | 323 | 59 | 722 | 942.34 |

**Calculate CLTV using following formula:**

CLTV = ((Average Order Value x Purchase Frequency)/Churn Rate) x Profit margin.

Customer Value = Average Order Value \* Purchase Frequency

**1. Calculate Average Order Value**

# Average Order Value

uk\_data\_group['avg\_order\_value']=uk\_data\_group['spent\_money']/uk\_data\_group['num\_transactions']

uk\_data\_group.head()

|  | **num\_days** | **num\_transactions** | **num\_units** | **spent\_money** | **avg\_order\_value** |
| --- | --- | --- | --- | --- | --- |
| **CustomerID** |  |  |  |  |  |
| **12346.0** | 0 | 1 | 74215 | 77183.60 | 77183.600000 |
| **12747.0** | 366 | 103 | 1275 | 4196.01 | 40.737961 |
| **12748.0** | 372 | 4596 | 25748 | 33719.73 | 7.336756 |
| **12749.0** | 209 | 199 | 1471 | 4090.88 | 20.557186 |
| **12820.0** | 323 | 59 | 722 | 942.34 | 15.971864 |

**2. Calculate Purchase Frequency**

purchase\_frequency=sum(uk\_data\_group['num\_transactions'])/uk\_data\_group.shape[0]

**3. Calculate Repeat Rate and Churn Rate**

# Repeat Rate

repeat\_rate=uk\_data\_group[uk\_data\_group.num\_transactions > 1].shape[0]/uk\_data\_group.shape[0]

#Churn Rate

churn\_rate=1-repeat\_rate

purchase\_frequency,repeat\_rate,churn\_rate

(90.37107880642694, 0.9818923743942872, 0.018107625605712774)

**4. Calculate Profit Margin**

Profit margin is the commonly used profitability ratio. It represents how much percentage of total sales has earned as the gain. Let's assume our business has approx 5% profit on the total sale.

# Profit Margin

uk\_data\_group['profit\_margin']=uk\_data\_group['spent\_money']\*0.05

uk\_data\_group.head()

|  | **num\_days** | **num\_transactions** | **num\_units** | **spent\_money** | **avg\_order\_value** | **profit\_margin** |
| --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** |  |  |  |  |  |  |
| **12346.0** | 0 | 1 | 74215 | 77183.60 | 77183.600000 | 3859.1800 |
| **12747.0** | 366 | 103 | 1275 | 4196.01 | 40.737961 | 209.8005 |
| **12748.0** | 372 | 4596 | 25748 | 33719.73 | 7.336756 | 1685.9865 |
| **12749.0** | 209 | 199 | 1471 | 4090.88 | 20.557186 | 204.5440 |
| **12820.0** | 323 | 59 | 722 | 942.34 | 15.971864 | 47.1170 |

**5. Calcualte Customer Lifetime Value**

# Customer Value

uk\_data\_group['CLV']=(uk\_data\_group['avg\_order\_value']\*purchase\_frequency)/churn\_rate

#Customer Lifetime Value

uk\_data\_group['cust\_lifetime\_value']=uk\_data\_group['CLV']\*uk\_data\_group['profit\_margin']

uk\_data\_group.head()

|  | **num\_days** | **num\_transactions** | **num\_units** | **spent\_money** | **avg\_order\_value** | **profit\_margin** | **CLV** | **cust\_lifetime\_value** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **CustomerID** |  |  |  |  |  |  |  |  |
| **12346.0** | 0 | 1 | 74215 | 77183.60 | 77183.600000 | 3859.1800 | 3.852060e+08 | 1.486579e+12 |
| **12747.0** | 366 | 103 | 1275 | 4196.01 | 40.737961 | 209.8005 | 2.033140e+05 | 4.265538e+07 |
| **12748.0** | 372 | 4596 | 25748 | 33719.73 | 7.336756 | 1685.9865 | 3.661610e+04 | 6.173424e+07 |
| **12749.0** | 209 | 199 | 1471 | 4090.88 | 20.557186 | 204.5440 | 1.025963e+05 | 2.098545e+07 |
| **12820.0** | 323 | 59 | 722 | 942.34 | 15.971864 | 47.1170 | 7.971198e+04 | 3.755789e+06 |

**Prediction Model for CLTV**

Let's build the CLTV prediction model.

Here, you are going to predict CLTV using Linear Regression Model.

Let's first use the data loaded and filtered above.

uk\_data.head()

|  | **CustomerID** | **InvoiceDate** | **InvoiceNo** | **Quantity** | **UnitPrice** | **TotalPurchase** | **month\_yr** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 6 | 2.55 | 15.30 | Dec-2010 |
| **1** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 6 | 3.39 | 20.34 | Dec-2010 |
| **2** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 8 | 2.75 | 22.00 | Dec-2010 |
| **3** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 6 | 3.39 | 20.34 | Dec-2010 |
| **4** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 6 | 3.39 | 20.34 | Dec-2010 |

Extract month and year from InvoiceDate.

uk\_data['month\_yr'] = uk\_data['InvoiceDate'].apply(lambda x: x.strftime('%b-%Y'))

uk\_data.head()

|  | **CustomerID** | **InvoiceDate** | **InvoiceNo** | **Quantity** | **UnitPrice** | **TotalPurchase** | **month\_yr** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 6 | 2.55 | 15.30 | Dec-2010 |
| **1** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 6 | 3.39 | 20.34 | Dec-2010 |
| **2** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 8 | 2.75 | 22.00 | Dec-2010 |
| **3** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 6 | 3.39 | 20.34 | Dec-2010 |
| **4** | 17850.0 | 2010-12-01 08:26:00 | 536365 | 6 | 3.39 | 20.34 | Dec-2010 |

The pivot table takes the columns as input, and groups the entries into a two-dimensional table in such a way that provides a multidimensional summarization of the data.

sale=uk\_data.pivot\_table(index=['CustomerID'],columns=['month\_yr'],values='TotalPurchase',aggfunc='sum',fill\_value=0).reset\_index()

sale.head()

| **month\_yr** | **CustomerID** | **Apr-2011** | **Aug-2011** | **Dec-2010** | **Dec-2011** | **Feb-2011** | **Jan-2011** | **Jul-2011** | **Jun-2011** | **Mar-2011** | **May-2011** | **Nov-2011** | **Oct-2011** | **Sep-2011** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 12346.0 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 77183.60 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 |
| **1** | 12747.0 | 0.00 | 301.70 | 706.27 | 438.50 | 0.00 | 303.04 | 0.00 | 376.30 | 310.78 | 771.31 | 312.73 | 675.38 | 0.00 |
| **2** | 12748.0 | 1100.37 | 898.24 | 4228.13 | 1070.27 | 389.64 | 418.77 | 1113.27 | 2006.26 | 1179.37 | 2234.50 | 10639.23 | 2292.84 | 6148.84 |
| **3** | 12749.0 | 0.00 | 1896.13 | 0.00 | 763.06 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 859.10 | 572.59 | 0.00 | 0.00 |
| **4** | 12820.0 | 0.00 | 0.00 | 0.00 | 210.35 | 0.00 | 170.46 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 343.76 | 217.77 |

Let's sum all the months sales.

sale['CLV']=sale.iloc[:,2:].sum(axis=1)

sale.head()

| **month\_yr** | **CustomerID** | **Apr-2011** | **Aug-2011** | **Dec-2010** | **Dec-2011** | **Feb-2011** | **Jan-2011** | **Jul-2011** | **Jun-2011** | **Mar-2011** | **May-2011** | **Nov-2011** | **Oct-2011** | **Sep-2011** | **CLV** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 12346.0 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 77183.60 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 77183.60 |
| **1** | 12747.0 | 0.00 | 301.70 | 706.27 | 438.50 | 0.00 | 303.04 | 0.00 | 376.30 | 310.78 | 771.31 | 312.73 | 675.38 | 0.00 | 4196.01 |
| **2** | 12748.0 | 1100.37 | 898.24 | 4228.13 | 1070.27 | 389.64 | 418.77 | 1113.27 | 2006.26 | 1179.37 | 2234.50 | 10639.23 | 2292.84 | 6148.84 | 32619.36 |
| **3** | 12749.0 | 0.00 | 1896.13 | 0.00 | 763.06 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 859.10 | 572.59 | 0.00 | 0.00 | 4090.88 |
| **4** | 12820.0 | 0.00 | 0.00 | 0.00 | 210.35 | 0.00 | 170.46 | 0.00 | 0.00 | 0.00 | 0.00 | 0.00 | 343.76 | 217.77 | 942.34 |

**Selecting Feature**

Here, you need to divide the given columns into two types of variables dependent(or target variable) and independent variable(or feature variables). Select latest 6 month as independent variable.

X=sale[['Dec-2011','Nov-2011', 'Oct-2011','Sep-2011','Aug-2011','Jul-2011']]

y=sale[['CLV']]

**Splitting Data**

To understand model performance, dividing the dataset into a training set and a test set is a good strategy.

Let's split dataset by using function train\_test\_split(). You need to pass 3 parameters features, target, and test\_set size. Additionally, you can use random\_state as a seed value to maintain reproducibility, which means whenever you split the data will not affect the results. Also, if random\_state is None, then random number generator uses np.random for selecting records randomly. It means If you don't set a seed, it is different each time.

#split training set and test set

from sklearn.cross\_validation import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y,random\_state=0)

**Model Development**

First, import the Linear Regression module and create a Linear Regression object. Then, fit your model on the train set using fit() function and perform prediction on the test set using predict() function.

# import model

from sklearn.linear\_model import LinearRegression

# instantiate

linreg = LinearRegression()

# fit the model to the training data (learn the coefficients)

linreg.fit(X\_train, y\_train)

# make predictions on the testing set

y\_pred = linreg.predict(X\_test)

# print the intercept and coefficients

print(linreg.intercept\_)

print(linreg.coef\_)

[208.50969617]

[[0.99880551 0.80381254 1.60226829 1.67433228 1.52860813 2.87959449]]

**How Well Does the Model Fit the data?**

In order to evaluate the overall fit of the linear model, we use the R-squared value. R-squared is the proportion of variance explained by the model. Value of R-squared lies between 0 and 1. Higher value or R-squared is considered better because it indicates the larger variance explained by the model.

from sklearn import metrics

# compute the R Square for model

print("R-Square:",metrics.r2\_score(y\_test, y\_pred))

R-Square: 0.9666074402817512

This model has a higher R-squared (0.96). This model provides a better fit to the data.

**Model Evaluation**

For regression problems following evaluation metrics used ([Ritchie Ng](https://www.ritchieng.com/machine-learning-linear-regression/)):

* **Mean Absolute Error (MAE)** is the mean of the absolute value of the errors.
* **Mean Squared Error (MSE)** is the mean of the squared errors.
* **Root Mean Squared Error (RMSE)** is the square root of the mean of the squared errors.

# calculate MAE using scikit-learn

print("MAE:",metrics.mean\_absolute\_error(y\_test,y\_pred))

#calculate mean squared error

print("MSE",metrics.mean\_squared\_error(y\_test, y\_pred))

# compute the RMSE of our predictions

print("RMSE:",np.sqrt(metrics.mean\_squared\_error(y\_test, y\_pred)))

MAE: 595.0282284701234

MSE 2114139.8898678957

RMSE: 1454.0082151995896

RMSE is more popular than MSE and MAE because RMSE is interpretable with y because of the same units.

**Pros and Cons of CLTV**

CLTV helps you to design an effective business plan and also provide a chance to scale your business. CLTV draw meaningful customer segments these segment can help you to identify needs of the different-different segment.

Customer Lifetime Value is a tool, not a strategy. CLTV can figure out most profitable customers, but how you are going to make a profit from them, it depends on your strategy. Generally, CLTV models are confused and misused. Obsession with CLTV may create blinders. Companies only focus on finding the best customer group and focusing on them and repeat the business, but it’s also important to give attention to other customers.

**Conclusion**

Congratulations, you have made it to the end of this tutorial!

In this tutorial, you have covered a lot of details about Customer Lifetime Value. You have learned what customer lifetime value is, approaches for calculating CLTV, implementation of CLTV from scratch in python, a prediction model for CLTV, and Pros and Cons of CLTV. Also, you covered some basic concepts of pandas such as groupby and pivot table for summarizing selected columns and rows of data.

Hopefully, you can now utilize CLTV concept to analyze your own datasets. Thanks for reading this tutorial!

If you would like to learn more about analyzing customer data in Python, take DataCamp's [Customer Analytics & A/B Testing in Python](https://www.datacamp.com/courses/customer-analytics-ab-testing-in-python) course.
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